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using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.IO;

using System.Linq;

using System.Net;

using System.Net.Sockets;

using System.Numerics;

using System.Text;

using System.Threading;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace RC4\_передача\_файла

{

public partial class FormClient : Form

{

string file\_path\_client = Environment.CurrentDirectory + @"/client/text.bin"; //

string file\_path\_server = Environment.CurrentDirectory + @"/server/text.bin"; //

static Socket socket\_client\_getting = new Socket(AddressFamily.InterNetwork, SocketType.Stream, ProtocolType.Tcp);

static Socket socket\_client\_sending = new Socket(AddressFamily.InterNetwork, SocketType.Stream, ProtocolType.Tcp);

Socket socket\_from\_server;

int numeric\_len\_b = 128; // default

Random rnd;

BigInteger K;

#region Form

public FormClient()

{

InitializeComponent();

}

private void FormClient\_Shown(object sender, EventArgs e)

{

rnd = new Random((int)DateTime.Now.Ticks);

// Запуск фонового потока ПОЛУЧЕНИЕ АСИНХРОННОГО КЛЮЧА K

bW\_KeysExchange.RunWorkerAsync();

}

private void FormClient\_FormClosing(object sender, FormClosingEventArgs e)

{

if (bW\_KeysExchange.IsBusy)

{

bW\_KeysExchange.WorkerSupportsCancellation = true;

bW\_KeysExchange.CancelAsync();

}

if (bW\_code\_createFile\_send.IsBusy)

{

bW\_code\_createFile\_send.WorkerSupportsCancellation = true;

bW\_code\_createFile\_send.CancelAsync();

}

socket\_client\_getting.Close();

socket\_client\_sending.Close();

//socket\_from\_server.Close();

}

// Поток обмена ключами

private void bW\_KeysExchange\_DoWork(object sender, DoWorkEventArgs e)

{

socket\_client\_getting.Bind(new IPEndPoint(IPAddress.Parse("127.0.0.1"), 905));//Привязка

socket\_client\_getting.Listen(1); // Максимальная очередь

socket\_from\_server = socket\_client\_getting.Accept(); // Принимает подключение

byte[] buffer = new byte[1024]; // ???

socket\_from\_server.Receive(buffer); // Принимает p,g,A в буфер

//... bufer to...p, g, A

int len\_p = BitConverter.ToInt32(buffer, 0);

int len\_g = BitConverter.ToInt32(buffer, sizeof(int));

int len\_A = BitConverter.ToInt32(buffer, 2 \* sizeof(int));

int beg\_p = 3 \* sizeof(int);

int beg\_g = 3 \* sizeof(int) + len\_p;

int beg\_A = 3 \* sizeof(int) + len\_p + len\_g;

byte[] p\_b = new byte[len\_p];

for (int i = 0; i < len\_p; i++)

p\_b[i] = buffer[i + beg\_p];

BigInteger p = new BigInteger(p\_b);

byte[] g\_b = new byte[len\_g];

for (int i = 0; i < len\_g; i++)

g\_b[i] = buffer[i + beg\_g];

BigInteger g = new BigInteger(g\_b);

byte[] A\_b = new byte[len\_A];

for (int i = 0; i < len\_A; i++)

A\_b[i] = buffer[i + beg\_A];

BigInteger A = new BigInteger(A\_b);

// Генерация любого b

BigInteger b = SgenerirovatAny(numeric\_len\_b);

// Вычисление K и B

BigInteger B = Vozvedenie\_v\_step\_po\_mod(g, b, p);

K = Vozvedenie\_v\_step\_po\_mod(A, b, p);

// Пытаемся подключиться к серверу

while (!socket\_client\_sending.Connected)

{

try

{

socket\_client\_sending.Connect("127.0.0.1", 904);

}

catch {; }

Thread.Sleep(100);

}

// Отправка B

buffer = B.ToByteArray();

socket\_client\_sending.Send(buffer);

// У НАС ЕСТЬ АСИНХРОННЫЙ КЛЮЧ K

}

private void bW\_KeysExchange\_RunWorkerCompleted(object sender, RunWorkerCompletedEventArgs e)

{

// После обмена ключами, кнопка становится активной

btn\_code\_createFile\_send.Enabled = true;

}

private void btn\_code\_createFile\_send\_Click(object sender, EventArgs e)

{

bW\_code\_createFile\_send.RunWorkerAsync();

}

// Поток для шифрования, создания и отправки файла

private void bW\_code\_createFile\_send\_DoWork(object sender, DoWorkEventArgs e)

{

// Зашифровка RC4

byte[] codeRC4 = RC4(rTB\_text.Text, K);

File.Delete(file\_path\_client);

// Запись в бинарный файл

using (BinaryWriter writer = new BinaryWriter(File.Open(file\_path\_client, FileMode.Create)))

{

// запись массива байтов в файл

writer.Write(codeRC4, 0, codeRC4.Length);

}

// Отправка файла

SendFile(file\_path\_client, "127.0.0.1", 906);

}

private void SendFile(string file\_path, string ip, int port)

{

string IPAddress = ip;

int Port = port;

string Filename = file\_path;

int bufferSize = 1024;

FileStream fs = new FileStream(Filename, FileMode.Open);

int bufferCount = Convert.ToInt32(Math.Ceiling((double)fs.Length / (double)bufferSize));

TcpClient tcpClient = new TcpClient(IPAddress, Port);

tcpClient.SendTimeout = 600000;

tcpClient.ReceiveTimeout = 600000;

// Сразу говорим куда записать на сервере, по-хорошему, это переделать надо

string headerStr = "Content-length:" + fs.Length.ToString() + "\r\nFilename:" + file\_path\_server + "\r\n";

// Чтобы передать любой файл (а не только бинарный)

//string headerStr = "Content-length:" + fs.Length.ToString() + "\r\nFilename:" + file\_path\_client.Replace("client","server") + "\r\n";

byte[] header = new byte[bufferSize];

Array.Copy(Encoding.Default.GetBytes(headerStr), header, Encoding.Default.GetBytes(headerStr).Length);

tcpClient.Client.Send(header);

for (int i = 0; i < bufferCount; i++)

{

byte[] buffer = new byte[bufferSize];

int size = fs.Read(buffer, 0, bufferSize);

tcpClient.Client.Send(buffer, size, SocketFlags.Partial);

}

tcpClient.Client.Close();

fs.Close();

}

private byte[] RC4(string text, BigInteger k)

{

return RC4(Encoding.Default.GetBytes(text), k.ToByteArray());

}

private byte[] RC4(byte[] text, byte[] key)

{

byte[] answer = new byte[text.Length];

// Инициализация S блока

byte[] S = new byte[256];

for (int i = 0; i < 256; i++)

S[i] = (byte)i;

for (int i = 0, j = 0; i < 256; i++)

{

j = (j + S[i] + key[i % key.Length]) % 256;

Swap(ref S[i], ref S[j]);

}

// Конец инициализации S блока

for (int pos=0, i=0, j=0; pos<text.Length; pos++)

{

// Генерация pseudo\_random\_K

i = (i + 1) % 256;

j = (j + S[i]) % 256;

Swap(ref S[i], ref S[j]);

byte pseudo\_random\_K = S[(S[i] + S[j]) % 256];

answer[pos] = (byte) (text[pos] ^ pseudo\_random\_K);

}

return answer;

}

private void Swap<T>(ref T a, ref T b)

{

dynamic tmp = a;

a = b;

b = tmp;

}

#endregion

#region Генерация, Нод, Возведеине

// Генерация любого числа

private BigInteger SgenerirovatAny(int numeric\_len)

{// Получаем рандомное бинарное число длины numeric\_len и переводим сразу его в десятичное

BigInteger chislo = 1; // Первая цифра 1. Иначе для перевода двоичного в десятичное здесь был бы 0

while (numeric\_len-- > 1) // сначала сравнивает, потом вычитает

{

chislo <<= 1; //умножаем на 2

chislo += rnd.Next(2);

}

return chislo;

}

private BigInteger Vozvedenie\_v\_step\_po\_mod(BigInteger A, BigInteger B, BigInteger N)

{

#region Обработка нештатных ситуаций

if (N == 0)

return 0;

if (B == 0)

return 1;

if (A == 0)

return 0;

if (B < 0)

{

Find\_NOD\_X\_Y\_Euclid(N, A, out BigInteger nod, out BigInteger x, out BigInteger y);

A = y; // Так возвели A в (-1) степень, теперь надо в степень abs(B)

B = BigInteger.Abs(B);

}

#endregion

Stack<bool> bin = new Stack<bool>();

while (B > 1)

{

bin.Push(!B.IsEven); // B.IsEven == true, если четное, иначе false

B >>= 1; //Делим на 2 побитовым сдвигом

}

BigInteger answer = A;

while (bin.Count > 0)

{

if (bin.Pop())

answer = (answer \* answer \* A) % N;

else

answer = (answer \* answer) % N;

}

while (answer < 0)

answer += N;

return answer;

#region 2 метод из методчки

/\*BigInteger c = 1;

while(B != 0)

{

if(B%2 == 0)

{

B /= 2;

A = (A\*A)%N;

}

else

{

B--;

c=(c\*A)%N;

}

}

return c;\*/

#endregion

}

// НОД, x, y

private void Find\_NOD\_X\_Y\_Euclid(BigInteger A, BigInteger B, out BigInteger nod, out BigInteger x, out BigInteger y)

{

// Доллжно быть до любого return, так как out

x = y = nod = 0;

if (A == 0 || B == 0)

return;

// Чтобы запомнить частные от делений и посчитать потом x и y

Stack<BigInteger> whole\_stack = new Stack<BigInteger>();

// DivRem() - возвращает частное и через out предоставляет остаток от деления

BigInteger whole = BigInteger.DivRem(A, B, out BigInteger ostatok);

while (ostatok != 0)

{

whole\_stack.Push(whole);

A = B;

B = ostatok;

whole = BigInteger.DivRem(A, B, out ostatok);

}

nod = B; //BigInteger.Abs(B);

// Считаем x и y

x = 0;

y = 1;

while (whole\_stack.Count > 0)

{

BigInteger temp = x;

x = y;

y = (temp - y \* whole\_stack.Pop());

}

}

#endregion

}

}

![](data:image/png;base64,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)

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Net.Sockets;

using System.Net;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.Numerics;

using System.Threading;

using System.IO;

namespace RC4\_передача\_файла

{

public partial class FormServer : Form

{

string file\_path\_server = Environment.CurrentDirectory + @"/server/text.bin";

Socket socket\_server\_sending = new Socket(AddressFamily.InterNetwork, SocketType.Stream, ProtocolType.Tcp);

Socket socket\_server\_getting = new Socket(AddressFamily.InterNetwork, SocketType.Stream, ProtocolType.Tcp);

Socket socket\_from\_client;

int numeric\_len\_a = 128; // default

int numeric\_len\_p = 128; // default

int numeric\_len\_g = 128; // default

Random rnd;

BigInteger K;

#region Form

public FormServer()

{

InitializeComponent();

}

private void FormServer\_Shown(object sender, EventArgs e)

{

rnd = new Random((int)DateTime.Now.Ticks);

// Запуск фонового потока ПОЛУЧЕНИЕ АСИНХРОННОГО КЛЮЧА K

bW\_KeysExchange.RunWorkerAsync();

}

private void FormServer\_FormClosing(object sender, FormClosingEventArgs e)

{

if (bW\_KeysExchange.IsBusy)

{

bW\_KeysExchange.WorkerSupportsCancellation = true;

bW\_KeysExchange.CancelAsync();

}

if (bW\_waitFile.IsBusy)

{

bW\_waitFile.WorkerSupportsCancellation = true;

bW\_waitFile.CancelAsync();

}

socket\_server\_getting.Close();

socket\_server\_sending.Close();

//socket\_from\_client.Close();

}

// Поток обмена ключами

private void bW\_KeysExchange\_DoWork(object sender, DoWorkEventArgs e)

{

// генерирация любого a, g и p

BigInteger a = SgenerirovatAny(numeric\_len\_a);

BigInteger p = Sgenerirovat(numeric\_len\_p, 0);

// g отличное от p

BigInteger g = Sgenerirovat(numeric\_len\_g, p, true);

// подсчет A

BigInteger A = Vozvedenie\_v\_step\_po\_mod(g, a, p);

// p, g, A в массив байт

byte[] bytes\_p = p.ToByteArray();

byte[] bytes\_g = g.ToByteArray();

byte[] bytes\_A = A.ToByteArray();

// В один массив байт, чтобы потмо можно было считать

// сначала длины, потом значения

List<byte> listPaket = new List<byte>(bytes\_p.Length + bytes\_g.Length + bytes\_A.Length + 3 \* sizeof(int));

listPaket.AddRange(BitConverter.GetBytes(bytes\_p.Length));

listPaket.AddRange(BitConverter.GetBytes(bytes\_g.Length));

listPaket.AddRange(BitConverter.GetBytes(bytes\_A.Length));

listPaket.AddRange(bytes\_p);

listPaket.AddRange(bytes\_g);

listPaket.AddRange(bytes\_A);

byte[] buffer = listPaket.ToArray();

// Пытается подключиться к клиенту

while (!socket\_server\_sending.Connected)

{

try

{

socket\_server\_sending.Connect("127.0.0.1", 905);

}

catch {; }

Thread.Sleep(100);

}

// Отправка p,g,A

socket\_server\_sending.Send(buffer);

// Ждём B

socket\_server\_getting.Bind(new IPEndPoint(IPAddress.Parse("127.0.0.1"), 904));//Привязка

socket\_server\_getting.Listen(1); // Максимальная очередь

socket\_from\_client = socket\_server\_getting.Accept(); // Принимает подключение

buffer = new byte[1024]; // ???

socket\_from\_client.Receive(buffer); // Принимает B в буфер

BigInteger B = new BigInteger(buffer);

K = Vozvedenie\_v\_step\_po\_mod(B, a, p);

// У НАС ЕСТЬ АСИНХРОННЫЙ КЛЮЧ K

}

private void bW\_KeysExchange\_RunWorkerCompleted(object sender, RunWorkerCompletedEventArgs e)

{

// Запуск потока ожидания файла

bW\_waitFile.RunWorkerAsync();

}

// Поток ожидания файла

private void bW\_waitFile\_DoWork(object sender, DoWorkEventArgs e)

{

//while (true)

// Получение бинарного файла

GetFile("127.0.0.1", 906);

// Чтение полученного бинарного файла

byte[] fileBytes = File.ReadAllBytes(file\_path\_server);

// Дешифровка RC4

byte[] textByte = RC4(fileBytes, K.ToByteArray());

string text = Encoding.Default.GetString(textByte);

// Вывод текста на экран

rTB\_text.Text = text;

}

private void GetFile(string ip, int port)

{

// Получение файла

int Port = port;

// C любого IP

//TcpListener listener = new TcpListener(IPAddress.Any, Port);

TcpListener listener = new TcpListener(IPAddress.Parse(ip), Port);

listener.Start();

Socket socket = listener.AcceptSocket();

int bufferSize = 1024;

byte[] header = new byte[bufferSize];

socket.Receive(header);

string headerStr = Encoding.Default.GetString(header);

string[] splitted = headerStr.Split(new string[] { "\r\n" }, StringSplitOptions.None);

Dictionary<string, string> headers = new Dictionary<string, string>();

foreach (string s in splitted)

{

if (s.Contains(":"))

{

headers.Add(s.Substring(0, s.IndexOf(":")), s.Substring(s.IndexOf(":") + 1));

}

}

//Get filesize from header

int filesize = Convert.ToInt32(headers["Content-length"]);

//Get filename from header

string filename = headers["Filename"];

//int bufferCount = Convert.ToInt32(Math.Ceiling((double)filesize / (double)bufferSize));

File.Delete(filename);

FileStream fs = new FileStream(filename, FileMode.Create);

while (filesize > 0)

{

byte[] buffer = new byte[bufferSize];

int size = socket.Receive(buffer, SocketFlags.Partial);

fs.Write(buffer, 0, size);

filesize -= size;

}

fs.Close();

}

private byte[] RC4(byte[] text, byte[] key)

{

byte[] answer = new byte[text.Length];

// Инициализация S блока

byte[] S = new byte[256];

for (int i = 0; i < 256; i++)

S[i] = (byte)i;

for (int i = 0, j = 0; i < 256; i++)

{

j = (j + S[i] + key[i % key.Length]) % 256;

Swap(ref S[i], ref S[j]);

}

// Конец инициализации S блока

for (int pos = 0, i = 0, j = 0; pos < text.Length; pos++)

{

// Генерация pseudo\_random\_K

i = (i + 1) % 256;

j = (j + S[i]) % 256;

Swap(ref S[i], ref S[j]);

byte pseudo\_random\_K = S[(S[i] + S[j]) % 256];

answer[pos] = (byte)(text[pos] ^ pseudo\_random\_K);

}

return answer;

}

private void Swap<T>(ref T a, ref T b)

{

dynamic tmp = a;

a = b;

b = tmp;

}

#endregion

#region Генерация чисел

// Генерация любого числа

private BigInteger SgenerirovatAny(int numeric\_len)

{// Получаем рандомное бинарное число длины numeric\_len и переводим сразу его в десятичное

BigInteger chislo = 1; // Первая цифра 1. Иначе для перевода двоичного в десятичное здесь был бы 0

while (numeric\_len-- > 1) // сначала сравнивает, потом вычитает

{

chislo <<= 1; //умножаем на 2

chislo += rnd.Next(2);

}

return chislo;

}

// Генерация вероятно простого числа и, если нужно, отличного от другого

private BigInteger Sgenerirovat(int numeric\_len, BigInteger first\_number, bool compare\_with = false)

{// Получаем рандомное бинарное число длины numeric\_len и сразу переделываем его в десятичное число

// И если compare\_with = true, то возвращается число отличное от first\_number

Random rnd = new Random((int)DateTime.Now.Ticks);

BigInteger chislo = 1; // Первая цифра 1. Иначе для перевода двоичного в десятичное здесь был бы 0

while (numeric\_len-- > 1) // сначала сравнивает, потом вычитает

{

chislo <<= 1; //умножаем на 2

chislo += rnd.Next(2);

}

if (chislo.IsEven)// Если четное

chislo += 1;

// Пока составное

// И пока не отличается от first\_number

while (Test\_Soloveya\_Shtrassena(chislo) == 0 || (compare\_with && chislo == first\_number))

chislo += 2;

return chislo; // Возвращаем вероятно простое число

}

// Получить рандомное BigInteger в диапазоне

private BigInteger GetRandomBigInteger(BigInteger min, BigInteger max)

{

if (min > max)

{

var buff = min;

min = max;

max = buff;

}

max -= min;

int deg = (int)BigInteger.Log(max, 2);

// Рандомная длина

deg = rnd.Next(deg + 1);

BigInteger tmp = 1;

while (deg-- > 0)

{

tmp <<= 1; //умножаем на 2

tmp += rnd.Next(2);

}

// Если вдруг больше max получилось

BigInteger.DivRem(tmp, max, out BigInteger result);

return result + min;

}

#endregion

#region Тесты на простоту

private int Test\_Millera\_Rabina(BigInteger n)

{

if (n < 2)

return -1; // не простое и не составное

else

{

int s = 0;

BigInteger d = n - 1;

while (d.IsEven)

{

d /= 2;

s++;

}

BigInteger[] prime\_numbers\_50 = {

2, 3, 5, 7, 11, 13, 17, 19, 23, 29, 31, 37, 41, 43, 47, 53, 59, 61, 67, 71,

73, 79, 83, 89, 97, 101, /\*103, 107, 109, 113, 127, 131, 137, 139, 149, 151, 157, 163, 167, 173,

179, 181, 191, 193, 197, 199, 211, 223, 227, 229\*/};

// Сколько раз проверять?

BigInteger r = 50; // log2(n)

// Если число n-2 меньше, чем r, то нужно проверять не r раз, а (n-2) раз

foreach (BigInteger a in prime\_numbers\_50)

//r = n - 2 < r ? n - 2 : r;

//for (BigInteger a = 2; a <= r + 1; a++) // a должно по простым ходить...

{

if (a > n - 1)

break;

BigInteger x\_current = Vozvedenie\_v\_step\_po\_mod(a, d, n);

if (x\_current == 1 || x\_current == n - 1)

continue; // a - свидетель простоты

else

{

bool svidetel\_neprostoti = true;

for (int i = 1; i < s; i++)

{

x\_current = Vozvedenie\_v\_step\_po\_mod(x\_current, 2, n);

if (x\_current == n - 1)

{

svidetel\_neprostoti = false;

break; // a - свидетель простоты

}

}

if (svidetel\_neprostoti)

return 0; // составное

}

}

return 1; // вероятно простое

}

}

private int Test\_Soloveya\_Shtrassena(BigInteger n)

{

if (n < 2)

return -1; // не простое и не составное

else if (n == 2)

return 1; // простое

else if (n.IsEven)

return 0; // составное

int k = 10;

while (k-- > 0)

{

// Случайным образом выбирается число a<n

BigInteger a = GetRandomBigInteger(2, n);

if (NOD\_Euclid(a, n) > 1)

{

return 0; // Составное

}

else

{

BigInteger res1 = Vozvedenie\_v\_step\_po\_mod(a, (n - 1) / 2, n);

BigInteger res2 = Yakobi\_symbol(a, n);

while (res2 < 0)

res2 += n;

if (res1 != res2)

return 0; // Составное

}

}

return 1; // Вероятно простое

}

#endregion

#region Символ Якоби и Возведение в степень по модулю

private int Yakobi\_symbol(BigInteger a, BigInteger b)

{

if (NOD\_Euclid(a, b) != 1)

return 0;

int r = 1;

if (a < 0)

{

a = -a;

if (b % 4 == 3)

r = -r;

}

while (a != 0)

{

BigInteger t = 0;

while (a.IsEven)

{

t++;

a >>= 1; //деление на 2

}

if (!t.IsEven)

{

BigInteger.DivRem(b, 8, out BigInteger ostatok\_b\_na\_8);

if (ostatok\_b\_na\_8 == 3 || ostatok\_b\_na\_8 == 5)

r = -r;

}

BigInteger.DivRem(a, 4, out BigInteger ostatok\_a\_na\_4);

BigInteger.DivRem(b, 4, out BigInteger ostatok\_b\_na\_4);

if (ostatok\_a\_na\_4 == ostatok\_b\_na\_4 && ostatok\_a\_na\_4 == 3)

r = -r;

BigInteger c = a;

BigInteger.DivRem(b, c, out a);

b = c;

}

return r;

}

private BigInteger Vozvedenie\_v\_step\_po\_mod(BigInteger A, BigInteger B, BigInteger N)

{

#region Обработка нештатных ситуаций

if (N == 0)

return 0;

if (B == 0)

return 1;

if (A == 0)

return 0;

if (B < 0)

{

Find\_NOD\_X\_Y\_Euclid(N, A, out BigInteger nod, out BigInteger x, out BigInteger y);

A = y; // Так возвели A в (-1) степень, теперь надо в степень abs(B)

B = BigInteger.Abs(B);

}

#endregion

Stack<bool> bin = new Stack<bool>();

while (B > 1)

{

bin.Push(!B.IsEven); // B.IsEven == true, если четное, иначе false

B >>= 1; //Делим на 2 побитовым сдвигом

}

BigInteger answer = A;

while (bin.Count > 0)

{

if (bin.Pop())

answer = (answer \* answer \* A) % N;

else

answer = (answer \* answer) % N;

}

while (answer < 0)

answer += N;

return answer;

#region 2 метод из методчки

/\*BigInteger c = 1;

while(B != 0)

{

if(B%2 == 0)

{

B /= 2;

A = (A\*A)%N;

}

else

{

B--;

c=(c\*A)%N;

}

}

return c;\*/

#endregion

}

#endregion

#region НОД

// НОД, x, y

private void Find\_NOD\_X\_Y\_Euclid(BigInteger A, BigInteger B, out BigInteger nod, out BigInteger x, out BigInteger y)

{

// Доллжно быть до любого return, так как out

x = y = nod = 0;

if (A == 0 || B == 0)

return;

// Чтобы запомнить частные от делений и посчитать потом x и y

Stack<BigInteger> whole\_stack = new Stack<BigInteger>();

// DivRem() - возвращает частное и через out предоставляет остаток от деления

BigInteger whole = BigInteger.DivRem(A, B, out BigInteger ostatok);

while (ostatok != 0)

{

whole\_stack.Push(whole);

A = B;

B = ostatok;

whole = BigInteger.DivRem(A, B, out ostatok);

}

nod = B; //BigInteger.Abs(B);

// Считаем x и y

x = 0;

y = 1;

while (whole\_stack.Count > 0)

{

BigInteger temp = x;

x = y;

y = (temp - y \* whole\_stack.Pop());

}

}

// НОД

private BigInteger NOD\_Euclid(BigInteger A, BigInteger B)

{

if (A == 0 || B == 0)

return 0;

// Чтобы запомнить частные от делений и посчитать потом x и y

Stack<BigInteger> whole\_stack = new Stack<BigInteger>();

// DivRem() - возвращает частное и через out предоставляет остаток от деления

BigInteger whole = BigInteger.DivRem(A, B, out BigInteger ostatok);

while (ostatok != 0)

{

whole\_stack.Push(whole);

A = B;

B = ostatok;

whole = BigInteger.DivRem(A, B, out ostatok);

}

return BigInteger.Abs(B);

}

#endregion

}

}